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Introduction
 

Hello and welcome to Flash Builder and Flash Catalyst: the New Workflow. I’ve written this book to guide 

you through the process of deciding how to tackle a new project. 

As you probably know, developing a Rich Internet Application is not always an easy task to do. There are 
several aspects to keep in mind. One of the key aspects is the project workflow. Not every application will 
have the same workflow applied to it during its creation. A lot of it depends on the size of the project, 
whether or not you need to connect your application to some kind of back end technology, how many 
people you are working with and, let’s not forget this one, how the application is designed. 

If you have been developing RIAs in the past you are likely to have spoken unspeakable words when 
receiving the final design for the application from the designer on your team, especially if the designer is 

not familiar with the capabilities and limits of the technology that is used for actually developing the 
application. Or maybe you had to redo a couple of days work because of some “minor” design changes. 
You will no doubt have had a couple of frustrating moments in your life due to these kinds of problems. 

Most of these problems, however, are based on the fact that designer and developers speak totally 
different languages. You may think they speak English or Dutch or even Swahili, but in fact, designers are 
talking in colors and pixels, while the developers speak in view states, loops and variables. With the arrival 
of Flash Catalyst the two profiles can now speak the same language and understand what they are trying 
to do. Designers can create basic Flex applications by working only with pixels and colors, whereas 

developers can now simply take those applications and extend them with a database connection, for 
example. 

This is what this book is about. The first 4 chapters will guide you through the basics and new features of 
Flex 4, Flash Builder 4 and Flash Catalyst so you’re up-to-speed on the capabilities and limits of those 
products. In chapters 5 and 6 I will take you on a tutorial based tour of the various possible workflows you 
can have for your applications. These chapters will help you understand how these products work together 
and how they improve the interaction between designers, interaction designers and developers when 
creating Rich Internet Applications. Choosing the best workflow will make your development process much 
more efficient and will help you use the available resources to their maximum potential. 

In the last parts of this book I will explain to you the best practices in creating RIAs. These best practices 
come not only from official sources such as Adobe related articles. Most of them come from my own 
experience as a developer and project manager. One of the best practices, depending on the size of your 
project of course, is the usage of application frameworks. They will help you to collaborate with other 
developers and maximize extensibility, scalability and maintainability for your application. I’ve dedicated an 
entire chapter to the application frameworks, explaining the differences and similarities between the ones 
that are most commonly used by Flex developers. 
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Layout conventions 

To keep this book as clear and easy to follow as possible, the following text conventions are used 
throughout. 

Important words or concepts are normally highlighted on the first appearance in bold type. 

Code is presented in fixed-width font. 

New or changed code is normally presented in bold fixed-width font . 

Pseudo-code and variable input are written in italic fixed-width font. 

Menu commands are written in the form Menu ➤ Submenu ➤ Submenu. 

Where we want to draw your attention to something, We’ve highlighted it like this: 

Ahem, don’t say I didn’t warn you. 

Sometimes code won’t fit on a single line in a book. Where this happens, we use an arrow like this: ➥. 

This is a very, very long section of code that should be written all on the same ➥ 
line without a break. 
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Chapter 1 

Flex and AIR: Taking RIAs to the Next Level 

In this chapter I’ll explain a little about creating Rich Internet Applications (RIAs) and desktop applications 
using Internet technology, where the technology came from and how it is used today. I’ll try to provide 
some basic understanding of Adobe Flex for the novice user. I will also look briefly at how Flash Catalyst 
changes that workflow and how it can make you more productive when creating Rich Internet Applications. 
Finally, I’ll present a brief overview of some of the technologies that are commonly used for connecting a 
Flex application to a back end, because I’m going to be using different kinds of back-end technologies in 

the examples throughout this book. 

Taking Advantage of Flash Technology 
Let’s start with a brief overview of where the technology comes from and what we have already 
accomplished, as shown in Figure 1-1. 

Mainframe 

A very long time ago, the interactive programming business started out on a mainframe. Who hasn’t seen 
the famous black screens with green or orange letters on them? In fact, some mainframe programs are still 
out there doing their jobs. Even today there are still new programs being written for a mainframe 
environment. 

In this type of environment, applications run on a central machine and you need a direct line to that 

machine to be able to access the program. Users access programs using a computer known as a thin 
client, which relies on the mainframe for processing and storage, and are of little use in stand-alone mode. 
The problem is, this means that only the employees of the company, or of other companies that have a 
leased-line connection have access. It also means that most of the programs are written only for internal 
use, though that actually has a couple of advantages for the configuration: there are typically not that many 
simultaneous connections, security is tight, and downtimes are manageable because you know which 
users are currently using the application. 
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Client-Server 
Early in the nineties, things started changing. The price of a personal computer (PC) had dropped enough 

to get companies interested in distributed environments. This type of environment came to be known as 
client-server, because it involves a centrally located server that users access from client machines (their 
PCs) to run their programs. This may sound similar to what I just described, but don’t be fooled. There are 
some similarities but there are also some major differences. The similarities lie in the fact that a server is 
placed at a central location and that server is necessary to run certain programs. But in the mainframe era, 
users were equipped with what is called a thin client. This is a computer that is of little use in a stand-alone 

mode. It always needs a mainframe to connect to. In a client-server setup it is assumed the user has tasks 
to do that don’t require a connection to a server. Just think about writing analyses and reports, creating 
flowcharts or other everyday tasks. The PC, with its own hard drive and memory, enabled the user to work 
without having to acquire server access. Many of the programs used every day are installed on every 
computer, and most of the time, some services and databases are all that is located on the server. 

This architecture also has benefits, in particular the fact that servers can be clustered to provide better 
performance and availability. Clustering is useful when one or more applications on the server may need 
to have a lot of simultaneous connections available. 

By using the Internet as a global network between the company branches, the server could be located 
halfway across the globe, while the nice-looking applications could run on their local machines, with no lag 
in performance due to network latency issues while going to another screen or calling a dialog box, 
because this was all done using the local machine’s capabilities. 

A huge step forward during this time was the development of an attractive Graphical User Interface (GUI). 
All of a sudden, those monotone screens were disappearing and making way for appealing, easier-to-use 
interfaces for programs that need to be used every day by the same users.  The way people interact with 
an application determines how they experience it. User friendly became the new buzzword and the whole 
user experience was given a boost. 

However, these advantages came at a cost. Every time a new version of a program had to be installed, it had to 
be installed on all the connected computers individually. Although programs were later developed that could do 
this automatically (e.g. overnight), the process was often quite labor-intensive and not always practical. Examples 
of this type of software are Remote Installer from Emco Software (http://www.emco.is/products/remote-
installer/features.php) and Desktop Central produced by Manage Engine  (http://www.manageengine.com/ 

products/desktop-central/windows-software-installation.html). 

Web Applications 

In the mid-nineties, the World Wide Web was coming out of the shadows and more and more people were 
connecting to the wonderful global network that was the Internet. Suddenly, the whole world was 
connected. Initially, almost all of the content that was available was in text format, basically some text on a 
page with maybe a few images. Interactivity essentially meant the user clicking on some part of the text 
and a new page being loaded. Animations were scarce and consisted mainly of animated GIF (Graphics 
Interchange Format) images. 

Even though this was a step back from the client-server technology, because there was no way to build a 
rich GUI experience, companies recognized an opportunity to reach a much broader audience. The first 
web applications were born as companies opened up these services to everybody and the race towards 
globalization made a gigantic leap. Suddenly, the whole world could become a client. 

Web applications accessed through the Internet have an advantage, one that was common to all 
mainframe applications. Since the application resides on a shared server, you only have to install or 
update the application once! The next time the user visited your web application, he would automatically 
be working with the latest version. 
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Rich Internet Applications 

Meanwhile, web sites continued to develop, adding a variety of elements and functionality. Flash 
technology was growing from being a way to add animations to a web site, to being a tool to add 
interactivity to the web application. Some web sites were built entirely in Flash; others used only small bits 
and pieces of Flash on their web sites. But interest in Flash kept growing until in 2004, Macromedia, which 

was acquired by Adobe Systems Inc. in 2005, launched a new technology called Flex. This technology is 
actually an extension of the existing Flash platform in the sense that it uses the same basic functionality. 
But Flex is a framework with a Software Development Kit (SDK); it uses the existing ActionScript language 
to create library components that can be used out of the box. Over time, more and more library 
components became available and they also became more elaborate in their functionality. The 
applications built with this technology became known as Rich Internet Applications (RIAs). I’m not 
saying that there weren’t any RIAs existing before Flex emerged. It is just that around this time Adobe 
launched the term, which is now widely accepted to indicate these kinds of applications. 

The rich part refers to the fact that the technology allows attractive, user-friendly applications to be built. 

The design for such applications, however, was quite challenging in the past for Flex developers, because 
it is not always easy to programmatically re-create a nifty design. But with the arrival of Flash Catalyst, the 
process has been made a lot easier. Flash Catalyst lets you start developing your application directly from 
the Photoshop or Illustrator design file, creating a much closer connection between the design and 
development team. 

The Internet part of the term refers to the reach of these applications. Since the applications are accessible 
via the Internet, they are available to every computer in the world that has been connected to the internet. 

All any user needs to run a Flex application is a proper version of the Flash Player. Which version is 
required will be discussed in the next section. 

With rich Internet applications, you get the best of both worlds, because you have the power to create a 
graphical, fully interactive application with the ease of having to install or update it only once on the server, 
while still reaching to the ends of the world. 

Of course, there are some competitors like OpenLazlo, Silverlight, and Ajax (and I’m probably forgetting a 
few others), but they all seem to be copying a lot of the Flex functionality. This is not necessarily a bad thing, 
because copying and improving capabilities is often the way technologies are advanced. The competition 
results in better components, smaller file sizes, reduced development times, and improved tools.  

These factors have contributed to the development of Flex. Today, Flex is widely adopted by lots of 

companies all over the world. It has been used both in simple administrative programs as well as for real-
time and mission-critical applications. In fact, I’ve worked at the Port of Antwerp for a couple of years and 
during my time there, we went from traditional client-server development to using Flex as a front end to the 
existing back end, as well as creating completely new applications to replace old mainframe applications. 
Those new applications needed to work in real-time, to monitor the traffic in the harbor, for example. 

 Another big company that has adopted Flex as their development tool is Coggno. (This is a company that 
specializes in providing a platform for e-learning. So, you can develop your online content, upload it to the 

Coggno site, and they will take care of licensing and secure payments for you, so you don’t have to go 
through all of that development yourself. And they use Flex as the tool to allow you to create and manage 
your online content. The fact that Adobe thrives in a worldwide community also lets that community suggest 
new or improved features. If the community shouts loud enough, Adobe listens and starts working on those 
issues, which is why we are already using the fourth release of the Flex SDK. 
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Figure 1-1. A schematic overview of applications types over time 

Why Should You Use the Flash Platform? 
To install a rich Internet application, you can choose from a number of technologies: Flash Player, Java 
plug-in, Shockwave (which is a plug-in for Director), Silverlight plug-in, and more. An important factor to 
take into account is the worldwide installation numbers, and even though the numbers in Figure 1-2 have 

been taken from the Flash Player web site, they have been gathered from a representational sample and 
extrapolated to the entire Internet-connected population. 

 
 

Figure 1-2. Interactive plug-in penetration statistics (December 2009) 
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Now, what we can learn from these statistics is that the Flash player is the most widely distributed plug-in 
for interactive content, not surprising since it has been around for over 15 years. (Unfortunately, at the 
moment of writing, no statistics were available for the Silverlight plug-in.) If you dig a little deeper into the 
version penetration of the Flash Player, you can see just how fast a new version of this player is adopted. 
The latest major version was released in October 2008 and it has already been adopted by almost 95% of 

all mature markets. I’m sure this number will continue to climb toward 99%, just like version 9 of the player. 

Version 9.0.0 is all it takes to develop and run Flex 3 projects, but for Flex 4 you must target version 10 of 
the Flash Player. This means that in theory your business could be missing out on up to 5% of its client 
potential because of users who don’t have the required version installed. But most Flash web sites and 
web applications have a detection mechanism that gives the user the option to automatically install the 
latest version before continuing. This doesn’t always do the trick because some companies make it 
impossible for a user to install a new version, and there’s not much a developer can do about that. 
However, the June 2009 statistics for enterprise penetration of Flash player 10 show that almost 75% of 

enterprises are already running this version. As this number continues to grow, the threshold for 
implementing Flex 4 applications will gradually disappear. 

Adobe is also putting great effort in getting the Flash Player on the mobile platform. With the release of 
version 10.1, the company promises the player will run on several different mobile operating systems. You 
used to have a Flash Player version for the PC and a Flash Lite version for the mobile devices. Now, while 
the PC version continued to develop quite rapidly, Flash Lite could be compared to having Flash Player 7 
on the device. That was a huge difference in performance, let alone the fact that you can’t use ActionScript 
3.0 in that version. But as I said, the new 10.1 release synchronizes the two platforms, so you should be 

able to create Flex 4 applications for mobile devices. To do that, though, you won’t use the ordinary 
version of the Flex SDK. At the moment of writing this book Adobe is currently working on a special 
“mobile optimized” version of the Flex framework, with the working name of “Slider.” This version will 
reflect the constraints of a mobile platform, such as limited memory, less powerful CPUs, and different 
input mechanisms. The first edition of the mobile Adobe Flex SDK is expected to be available in 2010. If 
you want to know more about Slider, take a look at the white paper “Flex and mobile: a vision for building 

contextual applications,” available at http://download.macromedia.com/pub/labs/flex/mobile/ 
flexmobile_whitepaper.pdf. 

Where is Flex Used? 
Since I’m talking about the use of the Flash Player for both companies and individuals, let’s take a closer 

look at where Flex applications are being used. The usage of this technology can be divided into two large 
groups: web applications that are generally available to the public, and business applications. Let’s take a 
closer look. 

Flex on the Web 

Don’t get me wrong here. A lot of business applications are available through the Internet. Just think about 
e-commerce sites. That is basically the first category I’d like to talk about. 

When these kinds of applications are brought to the Web using Flex, they have a couple of advantages 
over standard HTML web sites. A major benefit is that through use of the Flash technology, visitors can be 
turned into buyers more easily. Now, you may think “What does Flash have to do with the content I’m 

offering?” Well, the short answer is “nothing.” But if you know Flash technology and what it can do, you 
know the effect it can have on the way a user experiences your site. It’s fairly easy to make some kind of 
promotional article stand out from the crowd using an animation for example. In other words, you draw the 
attention of the visitor to a certain item you want to sell. I am not pretending to know a lot about marketing, 
but I do know this is exactly how you can persuade a visitor to actually buy something from your site. 
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Another fairly common application type is the tracking system. If you’ve ever ordered something from a 
major e-commerce site, you probably know what I’m talking about. After your purchase, you generally 
receive a confirmation mail that includes a link to some transport company’s web site where you can track 
your order. You can see where it’s at and sometimes even where it’s going next and how it’s going to get 
there—by plane, train or delivery truck. Whenever a key transport step is finished, the information is 

updated. And sometimes this even happens in real-time, which means that the web site is updated as 
soon as the package information is updated on the server. I’ll talk a bit more about real-time possibilities 
when I discuss LiveCycle Data Services. 

Besides the advantage of having real-time communication possibilities, tracking web sites created with 
Flex have another advantage over traditional HTML-based sites. With the latter, whenever you refresh the 
data on the tracking page, the entire page needs to be regenerated and sent over the Internet in its 
entirety. This means that even elements that haven’t changed, such as images, headers, footers, and so 
forth, are also sent, increasing the network load and consuming unnecessary bandwidth. When using Flex, 

only the actual data that has been changed will be sent over the network connection. So, in this way, you 
are actually conserving bandwidth. 

Flex is also great for creating widgets, small tools that are added to the user interface, typically to provide 
some specific functionality, such as weather forecasts, stock values, live tennis scores, mortgage 
simulators, and so on. You can use Flash technology to create interesting animations between different 
values. And of course you can combine these animations with real-time server-side pushed data to create 
eye-catching interactive widgets. 

Flex can also be used to build a complete web site. It can be quite useful when you require some kind of 

data table, for example, since Flex has a Datagrid component built-in. But I’ve tried this myself a couple of 
times and found that inevitably you end up with a web application instead of merely an informative web 
site. This is because the Flex SDK was developed for creating applications and almost all of its 
components are geared toward that goal. Of course, there are some good Flex web sites out there. I’m 

thinking of Adobe TV (http://tv.adobe.com), which contains a nice set of technical video tutorials, and 

Parleys (http://www.parleys.com), which contains a lot of recorded presentations and even has an 

offline version. Still, if you want a Flash-based web site, you’re better off just using Flash, even if you have 
the need for some minor back-end communication. 

Flex in the Enterprise 

When we take a closer look at how Flex is used in the enterprise, it’s not all that different, but still there are 
some very big differences. E-commerce and tracking sites can be considered enterprise applications, but 
the type I’d like to discuss are the ones that are not available to the general public. These are business-to-
business (B2B) applications or tools that are intended only for internal use. 

Here are examples of some of the kinds of enterprise applications I’ve worked on: 

� A document management system. This application was essentially a tool to keep all project-

related files together on a central server. Project folders were created and contained everything 

from the analysis and design to zipped project source code and build script. The tool let you 

search across projects for certain file names and allowed for versioning of the uploaded files. 

� A real-time ship-tracking system for a harbor. Barge captains, terminal operators, agents, 

garbage collectors, and customs authorities could all access certain parts of the same Flex 

applications to organize the entire path of a barge from the point it enters the harbor until it leaves 

again.  
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� An application for gathering statistical data. This one allowed neurologists to enter an initial 

diagnosis and keep track of their patients’ progress for a certain treatment. All the data is then 

gathered in a central location for statistical analysis concerning these treatments. 

� A building maintenance application. This tool allowed users to register certain malfunctions or 

structural problems in a building. The problems were directed to the proper areas and assigned to 

an appropriate worker. The person requesting the fix was able to keep track of the progress on 

his request. 

Of course this is not an exhaustive list of possibilities, but it gives you an example of what’s out there, 
because most of the time, such applications are not visible to the public. 

Testing Flex applications 

As you know, testing is an important part of application development, and so it is with Flex applications, 

especially in the enterprise. You have to run tests on different levels: locally, combined with other team 
members’ changes, and acceptance testing. The first two levels of testing are done iteratively for every 
change and for every release to another level. During this iterative testing it is imperative that you perform 
regression tests as well. So, with every design change, with every code change, you should test not only 
your changes, but also the surrounding components to see whether your changes have introduced any 
unwanted side effects. For acceptance testing, the application runs in an environment that is supposed to 
resemble its intended environment; this is done just before going into production. 

Of course, testing an application is not something you do only with an enterprise application. Even for the 

simplest of applications, I urge you to test everything thoroughly before even thinking about deploying it or 
handing it over to your client. But I will talk more about how you can test your applications properly later on 
in this book. 

Connecting Applications to a Back End 
Since the kinds of applications we’ll be discussing will need some kind of back-end communication, let me 

introduce to you a few methods of communication with a certain kind of back end. In the examples 
throughout the book, I’ll use several of these back end types, so it’s important that you understand their 
differences and similarities when implementing them in a Flex application. Later in this book I will discuss 
in detail how Flash Builder 4 will make your life as a developer a lot easier than it used to be with Flex 3. 
The new version of the product has extensive built-in capabilities to help you connect to different kinds of 
back-end technologies. Add the drag-and-drop binding features and you are set for some real rapid 
development. 

I’m not going to list all the possible technologies you could use to connect your Flex application, but I’ll try 
to give you an overview and some example code for the most common ones. All of these have advantages 

and disadvantages, just as with any other technology. So you will have to decide which technology best 
suits your needs for a certain project. 

Sometimes deciding which technology to use is difficult, because you have to make a decision which you 
can’t really base on anything when this client-server workflow is completely new to you. Sometimes it’s 
quite easy to make that decision because you already have developers experienced in ColdFusion, PHP, 
or Java on your staff. You should take advantage of that experience and choose the back-end technology 
they are comfortable with. And sometimes, of course, you don’t even have a choice, because you need to 
use the existing back end and you have to adopt the communication type that can work with that particular 

technology. 
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AMFPHP 

AMFPHP is a free, open source PHP implementation of the Action Message Format (AMF) that allows you 
to connect Flash and Flex applications to a PHP back end. It can’t be compared to LiveCycle Data 
Services (LCDS) or BlazeDS (which I’ll both discuss in a bit) because it only has support for using the 

<mx:RemoteObject> tag. And even though it hasn’t been updated in ages, it still performs beautifully. 

AMFPHP does have some things going for it. First of all, BlazeDS and LCDS don’t allow you to use PHP 
as your back-end technology. Moreover, as a kind of middleware layer between Flex and the back-end 

code, it is very lightweight. In fact, I think it’s the most lightweight solution out there at this time, mainly 
because AMFPHP doesn’t include or impose any development framework. You are free to choose the one 
you want to use, or you can simply not use a specific framework at all. AMFPHP also lets you map your 
ActionScript classes directly to your PHP classes. This works much the same as in LCDS and BlazeDS. 
The only difference is that in your PHP class you have to explicitly state the fully qualified class name in a 

property called $_explicitType. This property is then mapped to the [RemoteClass] metadata tag in 

your ActionScript class definition. 

Let me give you a small example of how this would look with some basic classes. Assume we have to 
fetch a list of people (such as registrations via a website) to display them in some kind of grid. The basic 

PHP PersonDTO class might look like this: 

<?php 
  class PersonDTO { 
    var $id; 
    var $firstname; 
    var $lastname; 
    var $phone; 
    var $email; 
 
    var $_explicitType = “com.domain.project.valueObjects.PersonDTO”; 
  } 
?> 

In this example, the PersonDTO.php file should be located in a package (which is basically a directory) on 

the server called com.domain.project.valueObjects. Now, where does this package structure start 

from? Let’s take a look at the installation procedure for AMFPHP, which is pretty straightforward. All you 

need to do is go to the download section of the AMFPHP site (http://www.amfphp.org), which will 

redirect you to SourceForge. There you can find and download the latest version—1.9 beta2. (Or you go 

directly to http://sourceforge.net/projects/amfphp/files/amfphp/amfphp%201.9%20beta2/ 
amfphp-1.9.beta.20080120.zip/download.) Just unzip this file into the web root of your server (htdocs 

for Apache servers). All this does is install a separate directory into which you can place your services and 
valueObjects, as you can see in Figure 1-3. 
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Figure 1-3. Directory structure in amfphp when installed in xampp (the Apache server package) 

Now, we still have to link our ActionScript class to that PHP class. To make it easy on myself here, I’m 
going to use publicly accessible attributes in the class. Normally, you shouldn’t do this; you should declare 

all properties private and create some implicit getters and setters for them. These implicit getters and 
setters are specific ActionScript implementations that differ from other programming languages in both 

their notation and usage. Instead of defining the getter as getProperty(), you need to put a space 

between the words, creating a get property() method. The advantage is  that you can still use the dot-

notation when working with these properties as if they were public properties. But you are still in fact 
executing a method, so additional calculations or other functionality will be executed when setting a value, 

for example. Occasionally, however, it can be handy to use these public properties for quickly testing 

something, which is why I’ll show this in the first example. The other examples will use private 

properties. 

package com.domain.project.valueObjects { 
  [Bindable] 
  [RemoteClass(alias=”com.domain.project.valueObjects.PersonDTO”)]   
  public class PersonDTO { 
    public var id:Number; 
    public var fistname:String; 
    public var lastname:String; 
    public var phone:String; 
    public var email:String; 
  } 
}  

Notice that the [RemoteClass] metadata tag contains an alias property that is set to the exact same 

value as the $_explicitType property of the PHP class. This is necessary for the system to work 

properly. I’ll explain more about this tag and its purpose in the section on Flash Remoting with LiveCycle 
Data Services. 

In your back-end method that retrieves this list of people, you have to create an array() and fill it with 

PersonDTO objects. The AMFPHP middleware layer will make sure that this list is then converted to an 

Array of PersonDTO objects in ActionScript. 
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Please note that the return value from such a PHP method is an Array and not an ArrayCollection. If you 

wish to use the result in a binding expression (e.g. dataProvider in a DataGrid) you still have to convert it 
to an ArrayCollection.You can’t just cast it to an ArrayCollection, so you have to convert it like this: 

var arr:ArrayCollection = new ArrayCollection(event.result as Array); 

 

The really great feature of AMFPHP is its browser. This is a Flex application that allows you to browse 

through the different services you’ve created. An introspection module generates a list of LinkButton 

components for each method in the selected service. By clicking on this button, you can fill out any 
necessary parameters and make the actual function call. In this way, you can verify that you don’t have 
any errors in your code, because you will get compilation errors from your PHP code. You can also check 

the result value for the function because it is displayed in the same browser application. So, all in all, 
AMFPHP is a great tool to verify your back-end functionality apart from your Flex application, which can be 
very helpful for locating bugs or errors. 

Zend AMF 

Zend AMF is another way of communicating between Flex or Flash and PHP in a back-end environment. It 
is quite similar to AMFPHP in the sense that it uses the Action Message Format (AMF) protocol, but 
ZendAMF is essentially the new implementation and is officially supported by both Adobe and Zend. 

ZendAMF is part of the Zend framework, so you’ll need to download the framework from 

http://frameswork.zend.com/download/latest. If you’re using Flash Builder 4, you have the option 

of installing the framework on your server automatically when using the Data/Services panel. Thus, I won’t 
go into too much detail here; I’m just going to explain briefly how ZendAMF works without Flash Builder. 

We’ll get to the practical details in Chapter 3, where I’ll explain more on how to use the framework from 
within Flash Builder 4. 

After installing the Zend framework on your web server, you need to create a bootstrap file. This file is like 

the gateway.php file used with AMFPHP. It is the endpoint you’ll be connecting to from Flash or Flex.  

This file should include the Server.php file you’ll find in the Zend framework directory. This class will 

actually be doing most of the work for us when calling a back-end method. Assuming the framework is 
located in a directory next to the browser root (the htdocs folder on Apache), the bootstrap file might look 
like this: 

<?php 
  // Turn on the error reporting. This should be turned off in a  
  // production environment. 
  error_reporting(E_ALL|E_STRICT); 
  ini_set(“display_errors”, “on”); 
 
  // Extend the include path to include the framework directory 
  ini_set(“include_path”, ini_get(“include_path”) . “:../frameworks”); 
 
  // Include the server classes we are going to use 
  require_once “Zend/Amf/Server.php”; 
  require_once “PersonServices.php”; 
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  // Initialize the server object and tell it which service class it wants to 
expose. 
  // You can expose multiple classes by repeating the setClass() method call for 
each 
  // class. 
  $server = new Zend_Amf_Server(); 
  $server->setClass(“PersonServices”); 
?> 

The PersonServices.php file that is included in this file defines the functionality made available to the 

Flash and Flex applications. Let’s assume that this services class contains a method available to retrieve 
all the people from the database. 

<?php 
  class PersonServices { 
    public function __construct() { 
      // Set up the connection details 
      mysql_connect(“localhost”, “root”, “”); 
      mysql_select_db(“flex4”); 
    } 
 
    public function getAllPersons() { 
      $result = mysql_query(“SELECT * FROM person”); 
      $arr = array(); 
      while($row = mysql_fetch_assoc($result)) { 
        // Just attach the associative row object to the end of the array 
        array_push($arr, $row); 
      } 
 
      return $arr; 
    } 
  } 
 

You may have noticed that I did not include the closing PHP tag. Because of potential problems with 

whitespace characters in class files, Zend actually recommends leaving out this closing tag as a best 
practice. 

 

Just as with AMFPHP, you need to create a services-config.xml file that contains the destination to 

which you want to connect. However, this file is a little bit different for ZendAMF since you’re not 

connecting to the gateway.php file anymore. Instead, you’re connecting to the bootstrap file you just 

created. Everything else stays the same. 

<?xml version="1.0" encoding="UTF-8"?> 
<services-config> 
  <services> 
    <service id="amfphp-flashremoting-service" 
             class="flex.messaging.services.RemotingService" 
             messageTypes="flex.messaging.messages.RemotingMessage"> 
      <destination id="zend"> 
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        <channels> 
          <channelref="my-zend"/> 
        </channels> 
        <properties> 
          <source>*</source> 
        </properties> 
      </destination> 
    </service> 
  </services> 
  <channels> 
    <channel-definition id="my-zend"class="mx.messaging.channels.AMFChannel"> 
      <endpoint uri="http://localhost/zendamf_remote/" 
                class="flex.messaging.endpoints.AMFEndpoint"/> 
    </channel-definition> 
  </channels> 
</services-config> 

Once you’ve created this config file, you need to include it in the compiler settings of your Flex project. 

From that point on, all you need to do is create an <mx:RemoteObject> in your Flex application with the 

zend destination and call the getAllPersons method of the back-end class, as shown in the code 

example below. The results of this call will be transferred back to the Flex front end in the form of a result 

event, while potential faults will be returned as a fault event. 

<mx:Script> 
  private function resultHandler(event:Resultevent):void { 
    for(var i:uint = 0; i < event.result.length; i++) { 
      // Just print out the firstname and lastname fields concatenated 
      trace(event.result[i].firstname + “ “ + event.result[i].lastname); 
    } 
  } 
 
  private function faultHandler(event:FaultEvent):void { 
    Alert.show(event.fault.faultString, event.fault.faultCode); 
  } 
</mx:Script> 
 
<mx:RemoteObject id=”service” destination=”zend”  
                 result=”resultHandler(event)” 
                 fault=”faultHandler(event)”/> 

What I’ve just shown you is a tiny example of how to use the ZendAMF implementation of the AMF 
protocol for connecting to a PHP back end. This is only a small part of the entire Zend framework, so I 
suggest you take a closer look at the rest of the framework as it is very useful if you’re working with a PHP 

back end. You’ll find the documentation at http://framework.zend.com/docs/overview. 

LiveCycle Data Services 

LiveCycle Data Services is the main way of connecting your back end to a Flex application if you want to 
use Adobe technology. It offers a lot of possibilities and features, as you can see in Figure 1-4. 
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Figure 1-4. A schematic overview of LiveCycle Data Services 

 

Proxy Service 

The first feature I’d like to take a closer look at is the solution to cross-domain issues. Let me first explain 
the problem. The Flash Player has a few security restrictions, including the fact that you can’t just access 
any file on any sever using a Flash (or Flex) application. Your web application is located on your web 
server and the Flash player only allows you to access remote files located on the same server as your 

application. If you want to access a file on another server, you’ll get a “Security error accessing 
URL.”  

There are two solutions to this problem. The first is rather simple: you just have to place (or modify) a 

crossdomain.xml file on the root of the web server you’re trying to access. The content of this cross-

domain file is: 
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<cross-domain-policy> 
  <allow-access-fromdomain="IP Address or range" /> 
</cross-domain-policy> 

The problem with this solution is that this file needs to be located on the remote server and unless this is a 
server you control, you probably won’t have access to that location. I’m sure you can imagine the security 
risks if you at company X would have access to the web root of company Y, which could be a competitor, 
the Department of Defense or even NASA. 

That’s why there’s a second solution—the ProxyService. This is really just a work-around for the problem, 

but it’s a good one. The main configuration file for LiveCycle Data Services is services-config.xml, 
and it includes a proxy-config.xml configuration file in which you can define a destination to be used 

when accessing a remote file. Here’s an example of a proxy-config.xml file. 

LCDSIntro ➤ lcds-config ➤ proxy-config.xml 

<?xml version="1.0" encoding="UTF-8"?> 
<service id="proxy-service"  
         class="flex.messaging.services.HTTPProxyService" 
         messageTypes="flex.messaging.messages.HTTPMessage, 
                       flex.messaging.messages.SOAPMessage"> 
  <properties> 
    <connection-manager> 
      <max-total-connections>100</max-total-connections> 
      <default-max-connections-per-host>2</default-max-connections-per-host> 
    </connection-manager> 
    <allow-lax-ssl>true</allow-lax-ssl> 
  </properties> 
 
  <adapters> 
    <adapter-definition id="http-proxy"  
                        class="flex.messaging.services.http.HTTPProxyAdapter"                 
                        default="true"/> 
    <adapter-definition id="soap-proxy"  
                        class="flex.messaging.services.http.SOAPProxyAdapter"/> 
  </adapters> 
 
  <default-channels> 
    <channel ref="my-http"/> 
  </default-channels> 
 
  <!--Default destination using a dynamic URL--> 
  <destination id="DefaultHTTP"> 
    <properties> 
      <dynamic-url> 
        http://remote-machine:port-number/* 
      </dynamic-url> 
    </properties> 
  </destination> 
 
  <!--Named destination using a fixed URL--> 


