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Introduction

As technologies change, we see how basic patterns recur over time.
In many ways, there aren’t that many new things to learn — just new
variations and combinations of existing technologies and concepts.
(See my book “Learn Computer Science with Swift” for more on the
patterns that recur).

As always, there are many people to thank for helping on this book.
Most important are the people who have contributed to the technologies.
When it comes to the many open source technologies (including ReactiveX
and its projects), there are more and more people working on the
technologies, and that makes it easier for everyone.

Closer to home, Aaron Crabtree has provided very helpful and
watchful comments on the manuscript. And, as always, Carole Jelen at
Waterside Productions has helped make this book possible.
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CHAPTER 1

Building Blocks:
Projects, Workspaces,
Extensions, Delegates,
and Frameworks

Building apps today isn’t really about writing code. You may have learned
how to write code in school or at a bootcamp intensive workshop, and
those experiences are valuable ways to learn about the principles of
coding. However, when you start your first coding job, you may find that
you're asked to correct a typo in the title of a report that an existing app
produces. It’s a simple job that you can divide into two parts.

First, find where the typo is (a basic app can easily have many
thousands of lines of code—Windows is estimated to have 50 million
lines). It might not take long to find a typo in a single line of code, but how
long does it take to find the line of code in the first place?

Second, fix the typo.

A month later, after you have finished the task of changing the title
typo, you may find yourself actually building an app. That job, too, can be
divided into several component parts.

© Jesse Feiler 2018 3
]. Feiler, Beginning Reactive Programming with Swift,
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First, implement a user authentication process. You can do this using

the Facebook API or using some open source code from a trusted web
source. You just have to find the code or API and then put it into your app.

Second, you need to implement your app’s functionality that comes
into play after the authentication process is complete. Depending on what
the app is, you may have to write it from scratch, but chances are that you'll
find yourself revising existing code from a similar project.

Third, you may take your new app and port it to a different platform.

Coding today is often about reading and understanding existing code
and then reusing it in new apps and new combinations. Yes, there is a lot
of from-scratch coding going on, but there’s also a lot of reuse of existing
code happening in the development world.

A number of factors have come together to create and support this
world of reusable and repurposed code, which, after all, represents many,
many hours of effort by many, many people. Reusing analysis and code is
just as important as reusing and recycling natural resources. In the case of
code, reuse means not reinventing the wheel. By not starting from scratch
each time an app is created, the entire world of software development can
move forward.

This chapter will provide an overview of how this world of reusable
code functions—particularly from the vantage point of iOS, tvOS, macOS,
and watchOS. You will find an overview of the reusable code building
blocks, along with an overview of how you can put them together using
Xcode and other tools that are part of the Apple developer’s standard
toolkit. There are three parts to the chapter:

e Component Architecture Overview gives you an idea
of what it’s like to build apps from components.

o Looking at the i0OS and macOS Building Blocks
provides an overview of what those blocks are.

o Building with the Building Blocks provides an
overview of how to put them together.
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Component Architecture Overview

Since the beginning of the computer age in the 1940s, there has been

a development backlog of projects waiting to be done. (A companion
backlog accompanied the rise of the web.) The need for software seemed
unstoppable. Various strategies emerged, and components were a key part
of many of them, both for the web and for software in general.

The idea was that building complete websites, programs, and apps
from scratch was an unsustainable model. There had to be some way of
speeding things up by reusing code that had already been written and
debugged. The problem with this simple idea was that it wasn’t possible to
easily reuse code—changes always needed to be made.

One way of reusing code to speed up the development process was
to take existing code and extract its key functions and features. These
elements could be reused more easily than an entire code base. This was
the beginning of component software development.

As time passed, these reusable extracts began to be used in two
different ways:

¢ Use a framework or shell. In this model, there is a
framework into which you can plug components.

The framework model was popular in the 1990s;
IBM'’s Software Object Model (SOM) was one

of the first. Microsoft entered the component
software world with Object Linking and Embedding
(OLE) and Component Object Model (COM). A
consortium of Apple, IBM, and WordPerfect worked
on OpenDoc. All of these were frameworks into
which you could plug specialized components (from
the user’s point of view, most were documents into

which you could plug components).
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e Build a product from components. In this model,

you combine a number of reusable components
(off-the-shelf or written specifically for the project) to
make a single product. There usually isn’t a framework
or container as a shell; in some projects, there is indeed
such an overarching container or shell, but it may be
created specially for each project.

Regardless of the component model you're working with, there
is a critical issue that crops up as soon as you start thinking about
components: What language will you use? In today’s world, the languages
for i0OS (and macOS) are Swift and Objective-C. However, one of the
features of component architecture is that in some cases you can mix
different languages, as you will see in the “Command-Line Integration”
section later in this chapter.

Looking at the i0S and macOS Building
Blocks

The building blocks in this section are all built in the Swift and Objective-C
languages for iOS and macOS, and with APIs such as UIKit for iOS and
AppKit for macOS, as well as their companions. This section will provide

a brief overview of the building blocks; for more information, look on
developer.apple.com.

Extensions

Extensions in Swift let you add functionality to an existing class, structure,
enumeration, or protocol type. You can find an example in the Adopting
Drag and Drop in a Custom View sample code on developer.apple.com.
The drag-and-drop functionality is defined in protocols (see the following
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section for more on protocols and delegates) and implemented in

extensions.

In Figure 1-1, you can see an app that uses the code from the Adopting
Drag and Drop in a Custom View sample. In this case, the basic class is a
custom view controller (PersonnelViewController). There is an extension
defined as follows:

extension PersonnelViewController: UIDragInteractionDelegate {

Each extension is in a file that references the base class (the class that
is to be extended). As you can see in Figure 1-1, the names of those files are

PersonnelViewController+Drag
PersonnelViewController+Drop

BO® P | H | siend) @ o i Eacorad Beady | Today ot 076 AL = «02 0O
DERAsd®ED@ B ¢ 0 B Seea) [ Macosee [ vie_ters ) [ ners ) [ er_red | |1 eransnenisatsetrarersiug o ) i Seeren ne
2 Bacians M 1 /% idansiey an Trew
bl "‘am” - ? See LICENSE folder for this sample’s licensing information. A=y ::“:““M""""’
B ] 2 T e - |
S~ ) 4 Abstract: — B
-] MpDsiegata vt 5 Implements the delegate methods for providing data for a drag ST
¥ [ Sons ool L interaction. st
v [ e Coruraters 4w L ]
20 Vi Corvaiers “ Carionta Vi
¥ [0 View Comtraliers ; . - CortiensPennsi
[y S r—— " 8 import UIKit = osterson
w0 persene ]
) Pervrmtiatid/emOwerchucrl; ® 10 extension PersonnelViewController: UIDragInteractionDelegate {
R = 1 ff MARK: - UIDragInteractionDelegate
. PorsomneienCorsrabers Dosn sl O g ermern
STE " f= B # Gcuwrs
1 Cou G st ™ The ‘dragInteraction(_:itemsForBeginning:}" method is
Rk e S the essential method
4 Lo to implement for allowing dragging from a view, —
16 wf Tout Encoding | Uneade (UTF- 8] B
I T e g s Ect L triras_ D)
17 unc dragInteraction(_ interaction: UIDragInteraction,
itemsForBeginning session: UIDragSession) -» i L B
[ulDragltem] { Tl L
guard let image = imageview.imege else { return [] } 6 wan e
20 let provider = NSItemProvider(object: image)
1 let item = UIDragItemiitemProvider: provider)
2 item.localObject = image
3 Boen
2% L]
b} Returnimg & non-empty array, as shown here,
enables dragging. You
2% can disable dragging by instead returning an esply
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27 =/
= return [item]
% ¥
30
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Figure 1-1. Using extensions in a Swift class



CHAPTER 1  BUILDING BLOCKS: PROJECTS, WORKSPACES, EXTENSIONS, DELEGATES,
AND FRAMEWORKS
At runtime, you can reference the functions and other members of the

extension just as you would reference elements of the class.
Extensions can be added to base classes and other structures for which
you only have the API and not the source code.

Delegates and Protocols

Delegates and protocols work together. In the declaration of a class or
other structure, you see the superclass (if any) in the declaration, as in the
following declaration for a subclass of UIDocument in iOS:

class MyDocument: UIDocument {

A protocol can define functions that will be implemented in any class
that conforms to the protocol. Whereas with an extension the extensions
are added to the base class, with a protocol the protocol defines the code
that you will add to the base class.

Delegates often work together with protocols so that the
implementation of the protocol code is not placed into the base class;
rather, it is placed in a separate file called a delegate. The specific file that
implements the protocol is typically assigned to a field called delegate in
the base class.

Frameworks

If you work with iOS or macOS a lot, you are probably familiar with the
basic frameworks, such as AppKit (macOS) and UIKit (i0S), along with
smaller frameworks such as AddressBook. Frameworks can contain
functions and properties. You add them to a Swift project with an import
statement; with Objective-C, you can use an #import or #include
statement. (In Objective-C, the #import directive imports the framework
once; #include may import it several times.)
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Building with the Building Blocks

You can use delegates and protocols, extensions, and frameworks within
an Xcode project. You can use a workspace to combine several projects,
and you can use other tools to combine multiple components. Both
workspaces and the combinations of building blocks will be described in
this section.

Using a Workspace

With a workspace, Xcode takes care of managing the building of whichever
target within the workspace you want to build. Targets may share elements
from the workspace and will use them as needed to build various targets
(such as for iOS and watchOS with the same workspace).

Building with Combinations of Building Blocks

The building blocks from Apple (frameworks, protocols, and delegates,
as well as extensions) often provide a neat and elegant way to extend and
expand your code. However, there are cases in which a single feature
requires the use of multiple building blocks—for example, a feature
might need one very big framework to be installed, along with a dozen or
more smaller (but related) frameworks. Protocols and delegates are now
commonplace in many structures, and extensions, likewise, may be added
to the mix. Thus, implementing a new feature using shared code may
require many additions to your code base.

Situations in which multiple building blocks need to be added to an
app are common, and they can be difficult to manage. There are several
tools available to help you manage such combinations. These tools use a
structure that organizes the changes to your app so that a script or other
tool can apply the changes in the right places and in the right order.



CHAPTER 1 BUILDING BLOCKS: PROJECTS, WORKSPACES, EXTENSIONS, DELEGATES,
AND FRAMEWORKS
One of the most widely used of those tools is CocoaPods, which is the topic

of Chapter 2.

GitHub has become the most widely used code-sharing tool and
site today, and it is integrated with most package managers. Thus, the
download of the latest GitHub version of the complex building blocks is
done for you automatically as you run the package manager.

Package managers like CocoaPods use their own code and scripts
to perform the integration. To do so, they—and you—must use some
command-line code. If you are used to macOS and the Finder, you may not
use the command line very often. Don’t worry—the products hide most
of that syntax from you. However, for the cases in which you do need to
access a file or folder from the command line, the following section will
provide some tips.

Command-Line Integration

Terminal, which is automatically installed as part of macOS, is the app that
gives you access to the command line. When you launch it, you will see the
basic screen shown in Figure 1-2.

10
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[ NON | & class — -bash — 73x21

Last login: Thu Apr 19 12:29:18 on console
Jesses-Mac-Pro:~ class$ [I

Figure 1-2. Use Terminal to access the command line

The first line shows you the date and time of the last login. On the second
line, you can see the name of the computer you are using. You then see the
identifier of the user you are running, and a symbol such as $ marks the end
of the automatically generated text. You type your command after that.

Note You can customize the formatting of lines in Terminal.

In Figure 1-3, you can see the first command entered into Terminal.
It is the list command (the code is 1s).

11



